**程序设计教学大纲**
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1. 函数的使用意义

1.如果一组操作需要被反复使用，那么可以将它们定义成一个函数。

2.为了便于简化、结构清晰地编程，需要将一部分特定功能的语句集合到一起。

1. 函数的定义

数据类型 函数名（形式参数表）

{

函数体

｝

//执行语句，最后一定是返回语句，返回的数值与开始定义函数的数据类型必须是一致的或兼容的，如果不需要返回数值，可以省却return语句，也可使用空return;语句。函数体如果为空，则该函数为空函数。

1.关于函数的定义有如下说明：

（1）函数的数据类型是函数的返回值类型（若数据类型为 void ,则无返回值）。

（2）函数名是标识符，一个程序中除了主函数名必须为main外，其余函数的名字按照标识符的取名规则可以任意选取，最好取有助于记忆的名字。

（3）形式参数（简称形参）表可以是空的（即无参函数）；也可以有多个形参，形参间用逗号隔开，不管有无参数，函数名后的圆括号都必须有。形参必须有类型说明，形参可以是变量名、数组名或指针名，它的作用是实现主调函数与被调函数之间的关系。

（4）函数不允许嵌套定义，但可以嵌套引用。

例1：定义一个函数，返回两个数中的较大数。

int max(int x,int y)

{ return x>y?x:y; }

例2：编写一个计算三个数和的函数。

Int Sum3(Int a,int b,int c)

{ Int sum;

Sum=a+b+c;

Return sum;

}

2.函数的定义有两种方法：

1. 在定义变量区，像定义变量一样将函数的形式定义。具体的函数内容可在后面定义。

如：#include <iostream>

Using namespace std;

Int a();

Int b()

Int main()

{ ……

a;

b;

……

}

Int a(int i,int j)

{……}

Int b(int i,int j)

{……}

1. 在定义变量区，直接将函数定义完整。

如：#include <iostream>

Using namespace std;

Int a(int i,int j)

{……}

Int b(int m,int n)

{……}

Int main()

{

……

a;

b;

……

}

3.函数的形式

（1）无参函数——无形式参数，一般也不会带返回值，所以定义时用VOID类型定义函数。

（2）有参函数——带形式参数列表，一般会有返回值。

（3）空函数——用于预留扩展函数用。

1. 函数的引用

注意：被引用的函数必须在引用处前定义。在主函数或某一子函数中直接引用被引用函数的名字+（形式参数列表）即可，因为被引用函数有一个返回值return …调用函数时要注意该返回值的类型，如：

K=a(i,j)/b(m,n) //函数直接在表达式中进行调用

a函数为返回i与j的最大值，b函数为返回m与n的最小值，它们在定义函数时要注意返回值的类型与函数名前面的类型要一致。

另外，函数调用时，会产生参数的传递，调用时的形式参数会将值一一对应给相应顺序和位置的实际参数，如：

Int sum3(int a,int b,int c)

{……}

Sum(3,4,5)

Sum3函数在被调用时，会由调用时的实际参数变量的值直接传递给参数列表中相应位置的形式参数变量，相当于a=3 b=4 c=5

练习1： 要求键盘输入两个数，返回两个数的平均数。

练习2：编写求两个数的最大公约数GCD()函数和最小公倍数LCM()函数。

练习3：要求计算1!+2!+3!+4!+5!+6!+7!+8!+9!+10!

——递归调用——

练习4：（递归调用）求费波那契函数的值f(n)=f(n-1)+f(n-2)。

**注释：过程或函数调用它自身，称为递归。这种用递归来描述的算法称为递归算法。**

**函数直接调用自身称为直接递归，函数a 调用函数b，函数b又调用a，称为间接递归。**

**递归算法的两个必要条件：**

**(1) 递归就是在过程或函数里调用自身;**

**(2) 在使用递增归时，必须有一个明确的递归结束条件，称为递归出口。**

完整程序示例：

#include <iostream>

using namespace std;

long long fibonacci(int n)

{ if (n==1||n==2)

return 1;

else

return fibonacci(n-1)+fibonacci(n-2);

}

int main()

{ int n; //输入数值过大，会耗费很长时间。

cout<<"请输入要求费波那契数列的项数（0-50）：";

cin>>n;

cout<<fibonacci(n)<<endl;

return 0;

}

练习5：汉诺塔问题，有A、B、C三根柱子。A柱子上按从小到大的顺序堆放了N个盘子，现在要把全部盘子从A柱移动到C柱，移动过程中可以借助B柱。移动时有如下要求：

（1）一次只能移动一个盘子；

（2）不允许把大盘放在小盘上边；

（3）盘子只能放在三根柱子上；

算法分析：当盘子比较多的时，问题比较复杂，所以我们先分析简单的情况：

如果只有一个盘子，只需一步，直接把它从A柱移动到C柱；

如果是2个盘子，共需要移动3步:

（1）把A柱上的小盘子移动到B柱，即A→B;

（2）把A柱上的大盘子移动到C柱，即A→C；

（3）把B柱上的大盘子移动到C柱，即B→C；

如果N比较大时，我们先考虑是否能把复杂的移动过程转化为简单的移动过程，如果要把A柱上最大的盘子移动到C柱上去，必须先把上面的N-1个盘子从A柱移动到B柱上暂存。

我们定义一个过程move，为了将n个盘子从a经过b移动到c上，可以调用过程move(n,a,b,c)。

按照上面的这种思路，就可以把N个盘子的移动过程分作3大步：

（1）把A柱上面的N-1个盘子移动到B柱，调用move(n-1,a,c,b)；

（2）把A柱上剩下的一个盘子移动到C柱，即为A→C；

（3）把B柱上面的N-1个盘子移动到C柱，调用move(n-1,b,a,c)；

其中N-1个盘子的移动过程又可按同样的方法分为三大步，这样就把移动过程转化为一个递归的过程，直到最后只剩下一个盘子，按照移动一个盘子的方法移动，递归结束。

定义第一个函数——将最上面的N-1个盘子，先从A柱上经C柱移到B柱上。

定义第二个函数——将最下面的盘子直接从第一个柱子上移动第三个柱子上，输出移动步骤。

Int main()

{初始条件准备；

调用第1个函数；

调用第2个函数；

调用第3个函数；

}

完整程序示例如下：

#include <iostream>

using namespace std;

int num=0; //统计移动总步数

void print(char a,char b)

{

cout<<a<<"柱-->"<<b<<"柱"<<endl;

return;

}

void hanoi(char a,char b,char c,int n)

{

if (n==1)

{

print(a,c);

num++;

}

else

{ hanoi(a,c,b,n-1);

print(a,c);

num++;

hanoi(b,a,c,n-1);

}

return;

}

int main()

{int n;

cout<<"请输入要挪动汉诺塔的层数（3-7）：";

cin>>n;

cout<<"盘子移动如下："<<endl;

hanoi('A','B','C',n);

cout<<"移动的总步数为："<<num<<endl;

return 0;

}